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Abstract 

Reusability is the key concept in today’s software development 
environment. The concept of reusability can be achieved by 
Generic programming approach. C++ templates help us to 
develop generic code which results in reusable software modules 
and also identify effectiveness of this reuse strategy. Many 
researchers have already developed various reusability metrics 
[9] [7]. In this paper we emphasis on evaluating reusability 
metrics on weyuker’s set of properties. Weyuker’s list of 
properties has always been a point of reference and suggested as 
a guiding tool in identification of a good complexity measure by 
several researchers. We have chosen some recently reported 
reusability metrics Method Template Inheritance Factor (MTIF) 
and Attribute Template Inheritance factor (ATIF) and evaluated 
them against Weyuker’s set of principles. We divide our work in 
a two-step framework. In the first step the metrics are analytically 
evaluated against a formal list of Weyuker’s properties and in the 
second step we calculate LOC metric value by using three 
different programs designed using template and inheritance 
features of object-oriented programming and observe that by 
using template with inheritance property we can reduce number 
of lines of a project to a great extent. 
Keywords: Reusability, Weyuker’s Properties, Object-Oriented 
metrics, Generic Construct. 

1. Introduction 

Code Reusability is the significant benefit of object-
oriented programming that plays an important role in 
improving and enhancing the quality of software. C++ 
templates strengthen this concept of generic reusability by 
developing software reusable module [10] such as 
function template and class template.  
 
In the last decade various appropriate ways has been 
designed to measure the complexity of program [3, 2]. 
Weyuker developed a formal list of properties for software 
metrics [3] and has evaluated a number of existing 
software metrics using these properties   Weyuker’s [11] 

proposed these properties to evaluate complexity measure 
when only traditional programming languages were in use. 
These properties were also used by some researchers for 
evaluation of popular object oriented metrics for example 
Chidamber’s metrics [2] and Kapsu’s metric [5], although 
the object-oriented features are entirely different in nature.  
It is not mandatory that all types of metrics satisfy all the 
weyuker’s properties. Our approach is to figure out, for a 
given property, which type of the metrics will not satisfy 
Weyuker’s property. In this paper, we have chosen two 
recently reported generic reusability metrics [9] and then 
analytically analyzed these metrics against Weyuker’s 
proposed set of nine axioms. Further, we design three 
sample programs by keeping in mind the features of 
object-oriented programming language and then calculate 
LOC metric value of these programs which shows that the 
amount of lines of code (LOC) of the projects designed 
using template feature can be reduced to a great extent as 
compare to one designed without template. 
 
We organize the paper in following sections: in the first 
section reusability metrics are defined which we want to 
evaluate against weyuker’s properties. Section 3 and 4 
states weyuker’s properties and evaluate the defined 
reusability metrics against these properties. The discussion 
made is presented in section 5. The last section constitute 
conclusion. 

2. Reusability Metrics 

We have chosen two recently reported reusability metrics 
which we want to evaluate against weyuker’s properties. 
These metrics are [9]: 
 
Metric 1: Method Template Inheritance Factor (MTIF)  
MTIF is defined as the ratio of the sum of the methods 
inherited from template classes of the system under 
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consideration to the total number of available methods 
(locally defined plus inherited) for all classes.  
 

MTIF= 1
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n Total number of classes 
NO     Number of Objects of Template classes 
MiCi   Number of methods declared in class i 
MtCi Number of the methods inherited from   
            template class i 
Ma (Ci) MiCi + MtCi Total no of methods invoked 
 
Metric 2: Attribute Template Inheritance Factor (ATIF)  
ATIF is defined as the ratio of the sum of attributes 
inherited from template classes of the system under 
consideration to the total number of available attributes 
(locally defined plus inherited) for all classes.  

ATIF= 1
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n Total number of classes 
NO    Number of Objects of Template class 
AiCi   Number of attributes declared in class i 
AtCi Number of the attributes inherited from template        

class i 
Aa (Ci) AiCi + AtCi Total no of attributes accessed  

3. Weyuker’s Properties 

Weyuker’s properties [3] designed to evaluate software 
complexity measures. Several researchers have 
recommended various properties that software metrics 
should posses to enhance their usability.  Weyuker’s 
properties are not without criticism as many authors have 
criticized [8] [4] this approach but still it give an important 
basis to classify a complexity measure. Weyuker’s 
properties states that [1]. 
Let µ be metric of program A and B: 
 
Property 1:  
Given a class A another class B can always be found such 
that, µ (A)  µ (B).  This implies that not every class can 
have the same value for a metric. 
 

Property 2:  
Let c be a nonnegative number. Then there are finite 
numbers of program with metric c such that µ (A) = c. 
 
Property 3:  
There are distinct programs A and B such that, µ (A) = µ 
(B).   
 
Property 4:  
There exist programs A and B having same functionality 
but their complexities could be different.  
(A)(B)(A  B & (µ (A)  µ (B)).   
 
Property 5:  
Weyuker’s fifth property is the property of monotonic. 
When two programs are concatenated, their metric value 
should be greater than the metrics of each of the 
individuals. 
(A)(B) (µ (A) ≤ µ (A+B)) & µ (B) ≤ µ (A+B)) 
 
Property 6:  
This property suggests non-equivalence of interaction. If 
there are two program bodies of equal metric value which, 
when separately concatenated to a same third program, 
yield program of different metric value.  For programs A, 
B & C 
(A)(B)(C)(µ (A) = µ (B) & µ (A+C)  µ (B+C)).   
 
Property 7:  
This property is not applicable for object oriented metrics 
[2]. 
 
Property 8:  
It specifies that “if A is a renaming of B, then µ (A) = µ 
(B).   
 
Property 9: 
This property states that the sum of the metric values of a 
program could be less than the metric value of the 
program when considered as a whole 
(A)(B) (µ (A) + µ (B) < µ (A+B)). 

4. Evaluation of MTIF and ATIF on          
Weyuker’s Properties 

This section analyzes the applicability of weyuker’s 
properties for two object-oriented reusability metrics 
Method Template Inheritance Factor (MTIF) and Attribute 
Template Inheritance factor (ATIF) [9]. Weyuker’s first 
four properties are general in nature and assumed to be 
satisfied by any sensible measure. 
 
Property 1 to Property 4: 
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Let µ (A) and µ (B) represent the metric value of programs 
A and B respectively. As two object-oriented programs 
can always differ in template value thus the metrics 
defined above satisfies the first property of weyuker’s list. 
Metrics taken in this paper can have many different values, 
it satisfies second property. If there are two different 
unrelated programs implemented using the concept of 
template, then the metric value of both the programs can 
be same as it is nothing but the summation of methods or 
attributes inherited from template class. The choice of 
generic attributes or methods is a design decision which 
does not depend upon the functionality of software, this 
satisfies Property 4. 
 
Property 5:  
Let µ (A) = a and µ (B) = b Then µ (A+B) = a+b-α 
Where α is the number of common functionality between 
program A and B. Thus it is possible that 
(A)(B) (µ (A) ≤ µ (A+B)) & µ (B) ≤ µ (A+B)) 
Therefore, Property 5 is not satisfied. 
 
Property 6:  
Now, let A and B be two programs such that u (A) = �u 
(B) = �a and let C be another program such that u(C) = c. 
Then, µ (A+C) = a+c-α  and  

µ (B+C) = a+c-β 
It shows that for programs A, B & C µ (A+C)  µ (B+C)), 
this satisfies Property 6. 
 
Property 8:  
The renaming of systems A and B does not affect the 
metric values. Hence, Property 8 is satisfied. 
 
Property 9: 
 For any two programs A and B Let µ (A) = a and µ (B) = 
b then µ (A+B) = a+b-α 
Thus a+b ≥ a+b-α, therefore property 9 is not satisfied. 

5. Discussion 

We apply these metrics to three different programs written 
using object-oriented language and conclude that by using 
the concept of template with inheritance property of 
object-oriented programming we can minimize the 
redundant code in our project to a great extent shown in 
table1 and hence increase the reusability of the software.  
 
                     Table 1 LOC for three Sample Programs 

Programs LOCt LOCwt 

Program 1 34 43 

Program 2 52 72 

Program 3 38 54 

Where 

LOCt  is the Line Of Code value for the program written 
using template  
LOCwt is the Line Of Code value for the program written 
without using template 
 
We also observe that lines of code (LOC) metric value 
were reduced when templates with inheritance property 
were used. A line of code is any line of programming text 
that is not a comment or blank line, regardless of the 
number of statements or fragments of statements on the 
lines. This specifically included all lines containing 
program header, declarations, and executable and non-
executable statements [6]. This is the predominant 
definition for LOC used by researchers. It also decreases 
the efforts required for implementation of the programs 
with an acceptable accuracy. The amount of reduction in 
LOC with the use of templates with inheritance is shown 
in Figure 1. The amount of LOC increased in projects, 
which do not include templates is shown in Figure 2. The 
increase in LOC varies from 26-42%.  
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               Figure 1: Comparison of LOC in Project 1 to Project 3 
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       Figure 2: Percentage increase in LOC in projects not using templates 

 
 
Our research work emphasis on the use of generic 
programming approach and also advice managers to 
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proactively use generic programming opportunities in the 
development of object-oriented modules. Some important 
points/observations regarding the Weyuker’s properties, 
and object oriented metrics are also suggested. 

 An object oriented metric should satisfy 
Weyuker’s properties 1, 2, 3, 4, 6 and 8. 

 The observations say that proof of properties 5, 7 
and 9 varies from metric to metric.  

 In OOP, a class is an abstraction of the problem 
space, and the order of statements within the class 
definition has no impact on eventual execution or 
use .This is the reason that most of the OO 
metrics should not satisfy property 7. 

 Weyuker's Property 9 has received a mixed 
response regarding its applicability to object 
oriented software metrics  

6. Conclusions 

Although Weyuker’s properties are not without criticism 
but still gaining popularity as an evaluation criterion for 
OO measures. Weyuker’s proposed these properties to 
evaluate complexity measure for procedural languages but 
now a days it also plays an important role to evaluate 
complexity measure for object-oriented languages. In this 
paper we have taken two recently reported reusability 
metrics Method Template Inheritance Factor (MTIF) and 
Attribute Template Inheritance factor (ATIF) and analyze 
them on the basis of weyuker’s set of properties. One more 
objective of our research is to reduce the line of code by 
making use of generic construct. The above metrics helps 
in improving the reusability of software by avoiding 
redundant code and hence results in reduction in LOC. 
Work presented in this paper emphasis to proactively use 
template mechanism which aid to analyze how much 
reusability is incorporated in the coding process and hence 
increases the use of generic programming.  
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